##### 以下函数在下面各题中均有出现，一次性做出说明，后面不再注解

**1.定义结构体**

**typedef struct ListNode{**

**int val;**

**struct ListNode \*next;**

**}ListNode;**

**2.创建链表函数（输入-1时表示输入结束）**

**ListNode\* creat()**

**{**

**ListNode \* p1,\* p2,\* head;**

**p1 = p2 = (ListNode \* )malloc(LEN);// 开辟新单元**

**cin >> p1 -> val;**

**head = NULL;//将头结点定义为空**

**while(p1 -> val !=-1)**

**{**

**if(head == NULL)head = p1;//head定义为第一个结点**

**else p2 -> next = p1;//链表连接起来**

**p2 = p1; //p2存储p1**

**p1 = (ListNode \* )malloc(LEN);//开辟动态单元**

**cin >> p1 -> val;**

**}**

**p2 ->next = NULL;//最后一个节点为空**

**return head;//返回这个原链表的头指针**

**}**

**3.输出函数**

**void print(ListNode\* h)**

**{**

**if(h == NULL){puts("NULL");return;}**

**while(h){**

**cout << h -> val << ' ';**

**h = h -> next;**

**}**

**puts("");**

**}**

##### 第一题

//反转一个单链表

#include <iostream>

#include <cstring>

#include <cstdlib>

using namespace std;

#define LEN sizeof(struct ListNode)

//定义结构体

typedef struct ListNode{

    int val;

    struct ListNode \*next;

}ListNode;

//read函数为输入链表函数

ListNode\* creat()

{

    ListNode \* p1,\* p2,\* head;

    p1 = p2 = (ListNode \* )malloc(LEN);// 开辟新单元

    cin  >> p1 -> val;

    head = NULL;//将头结点定义为空

    while(p1 -> val !=-1)

    {

        if(head == NULL)head = p1;//head定义为第一个结点

        else p2 -> next = p1;//链表连接起来

        p2 = p1;            //p2存储p1

        p1 = (ListNode \* )malloc(LEN);//开辟动态单元

        cin >> p1 -> val;

    }

    p2 ->next = NULL;//最后一个节点为空

    return head;//返回这个原链表的头指针

}

ListNode\* reverseList(ListNode\* head)

{

    ListNode \* current, \* prev,\*  temp;

    //current已经反转到的节点的位置

    //prev存储current的前一个结点

    //temp存储current的下一个结点

    current = head;

    prev = NULL;

    while( current )//当进行到最后一个空结点时返回

    {

        temp = current -> next;// temp存储current的下一个结点

        current -> next = prev;//将current即当前结点的next指针指向其前一个元素,断开原来的链表关系

        prev = current;//再将prev往后移1为

        current = temp;//对应current也要沿原链表的方向往后移动一位

    }

    return prev;//此时的prev就是反转后的链表的头指针

    //而head指针时原链表的头指针，即新链表的最后一个指针

}

int main()

{

    ListNode  \* head, \*new\_head, \* p;

    head = creat();//head为输入链表的头节点

    new\_head = reverseList(head);//new\_head为反转后的新链表的头节点

    p = new\_head;

    //按序输出反转后的链表

    while(p !=NULL){cout << p -> val << ' '; p = p -> next;}

    return 0;

}

**输入格式（输入一系列数字，输入-1时表示结束）**

**如输入**

**1 2 3 4 5 -1**

**输出**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHMAAAAaCAIAAAAL2vQjAAAAAXNSR0IArs4c6QAAAAlwSFlzAAASdAAAEnQB3mYfeAAAA3xJREFUaEPtWb2OqlAQhvsaRCws4BUIFqul9BbsTWhdewtNrEiksF9JdhuSlcKeLdUCwxNswhZbiOE5uHNA5Sf3XmdcTbZgSjN/5ztzZr5B/uPj4+Xl5fX1lavlpgj8uqm32lmOQI3svaqhRrZG9l4I3MtvXbP3R5bn5eFyWxFL46mRUz/LoUwwBAvrFHppaTJPstWsZW5MipsdjZc1y9Kox7yoX6zZViOaD8oy9pKLLioK0tO0LxCMANa3acM3Ow8PD53BPBJH9qyHtE9t9YNrMlsw3ol9+w0JLqsAuJPldmOPFGQ8ilq1G4RlobjK7n9Iw5XjpK4qRL4XsitMQm/iBpyiI9HpGX1uZz57IbNNwveFuYoFtSth0gb9hWOa5mAeYNTJOiVkD4cvsoOCAVTB01SN5rRUP/dRLDbzDvB1iClJCH1DO3UPAGsfcUKjhXSQpGVEDIj0zRWQlZoNrNXf9aAPqJE7ead5Sbzx4+NzmJzaTqshcNH+E+Xk3VkFK79SDvH36gMVGKFU7Qb5LFlayCd5mgPDqbozqbiWU5Tl4UwXV4OJdwb6v2dIwucx9IKTMs9rbSXerXHXgkDnOyplZFXD2DuP+TSYnR/axRg9A3Bd5KV30aCskBET21Y514QCJlof1XvsWq43vy7ov6wKyH6ufdcZl6aBoj+hpgGvWfrhW0eC6mM3OnAPur1lnI1AvI6PRrPaBxP6ym0Butpbjiy0fy+FNRP8NIA3OGv7NzkSpLD4PQ9gKmF51zFbuNpZ0xn/GFghrVI3qFQKdmj22ooyOq8Ymw3QQ6Fvb+CXKxaNJPF84F1tArQ/ENYSspq1tTelxsqmNEJguANRP0unA6wrXg0Y88csGmxmEveuYlLQoOHFFKtVlmVE1ndXOdYsUNGmyHGBfx7K6ZyFH4gcipgwxO2qiiA2z3ZZXCRzSncwzikQEjA3DCyfJSZLUz8iyxYSNwDGDks7OIAD92bwqK8CVmJ3hGTrEHe9g82g0Uon5TFuHLiLy8wpW0x25pqTJKjTTBg9oPBZdrXwNMV2dvAbCl/8t0bWhobeV9IeEAcr11lkSydSWAXZxW8GwbyDYqbwSWQ6ysKyuOYExd7Y5GQ9vSoQFdOF2MWU04U3i0wYA0gJWYxBrYNEoP4+iwSKrFYjS4YMaVAjiwSKrFYjS4YMaVAjiwSKrPYHu1mrFUs0gvgAAAAASUVORK5CYII=)

##### 第二题

//给定一个排序链表，删除所有重复的元素，使得每个元素只出现一次。

//由于此题所给的链表时已经排好序的，所以查找相同元素只需要在相邻结点内查找

#include<iostream>

#include<cstdlib>

using namespace std;

#define  LEN  sizeof(struct ListNode)

//定义结构体数组

typedef struct ListNode{

    int val;

    struct ListNode \*next;

}ListNode;

//creat函数用来创建动态链表

ListNode\* creat()

{

    ListNode \* p1,\* p2,\* head;

    p1 = p2 = (struct ListNode \* )malloc(LEN);//开辟新单元

    cin >> p1 -> val;

    head = NULL;

    while(p1 -> val != -1)//当输入0时表示程序输入结束

    {

        if( head == NULL )head = NULL;

        else p2 -> next = p1;//不是第一次输入时就将原来p1的指针(现在是p2)指向p1,使链表连接起来

        p2 = p1;//将p2存储为原来的p1指针

        p1 = (struct ListNode \* )malloc(LEN);//创建动态链表

        cin >> p1 -> val;

    }

    p2 -> next = NULL;//最后的指针指向的应该为空

    return head;//返回头指针

}

//删除操作只需查找每个结点上的数是否与它的上一个结点的数相等

ListNode\* deleteDuplicates(ListNode\* head)

{

    ListNode  \* current ,\* prev,\* temp;

    //currnet表示现在已经查询到了的结点的位置

    current = head -> next;//开始时应该是第二个结点的位置

    prev = head;//prev存储current的上一个结点，开始时应该是头结点

    while(current)//当查询到最后一个空结点时，删除操作完成

    {

        temp = current -> next;//temp存储current的下一个结点

        if(current -> val == prev -> val)prev -> next = temp;

        //如果相同,则将prev的next指针指向temp，即跳过了current,且此时prev指针应该不变

        else prev = current;//如果不同，prev可向后移动一位

        current = temp;//当前查询结束，current向后移动一位

    }

    return head;//返回头指针

}

int main()

{

    ListNode \* head,\* new\_head,\* p;

    head = creat();//head为创建的原链表的头指针

    p = new\_head = deleteDuplicates(head);//new\_head为删除相同元素后的新链表的头指针

    //输出新链表的元素

    while(p){

        cout << p -> val << ' ';

        p = p -> next;

    }

    return 0;

}

**输入格式(输入一系列的整数，当输入0时表示输入结束)**

**如输入**

**1 1 1 2 2 5 5 5 -1**

**输出1 2 5**

##### 第三题

//3.给定一个排序链表，删除所有含有重复数字的节点，只保留原始链表中 没有重复出现的数字

//此题只需在第二题的基础上修改删除函数即可

#include<iostream>

#include<cstdlib>

using namespace std;

#define  LEN  sizeof(struct ListNode)

//定义结构体数组

typedef struct ListNode{

    int val;

    struct ListNode \*next;

}ListNode;

//creat函数用来创建动态链表

ListNode\* creat()

{

    ListNode \* p1,\* p2,\* head;

    p1 = p2 = (ListNode \* )malloc(LEN);//开辟新单元

    cin >> p1 -> val;

    head = NULL;

    while(p1 -> val != -1)//当输入0时表示程序输入结束

    {

        if(head == NULL)head = p1;

        else p2 -> next = p1;//不是第一次输入时就将原来p1的指针(现在是p2)指向p1,使链表连接起来

        p2 = p1;//将p2存储为原来的p1指针

        p1 = (ListNode \* )malloc(LEN);//创建动态链表

        cin >> p1 -> val;

    }

    p2 -> next = NULL;//最后的指针指向的应该为空

    return head;//返回头指针

}

void print(ListNode\* h)

{

    if(h == NULL){puts("NULL");return;}

    while(h){

        cout << h -> val << ' ';

        h = h -> next;

    }

    puts("");

}

//删除操作只需查找每个结点上的数是否与它的上一个结点的数相等

ListNode\* deleteDuplicates(ListNode\* head)

{

    ListNode  \* current,\* prev,\* temp,\* p;

    current = head -> next;//current初始为head的next指针

    //先找出head的位置，即找到第一个只出现一次的数字作为头结点

    //当head的val==current的val，则head直接定为current -> next

    bool flag = false;//flag用来判断原链表中的head->val是否只出现过一次

    while(head && current && head -> val == current -> val)

    {

        flag = true;

        temp = current -> next;//temp存储current的下一个指针

        head = current;

        current = head -> next;//current初始为head的下一个指针

    }

    //如果flag==true 则此时的head应该也被删除，此时的current才是第一个只出现一次的数

    if(flag)head = current;

    current = NULL;//将current初始为空，防止链表中只有一个已经出现的数字

    if(head)prev = head -> next;//head不为空，prev初始为head的next指针

    if(prev)current = prev -> next;//prev不为空，则current初始为prev的下一个指针

    p = head;//p用来存储当前 距离 查询到的结点 最近的 只出现一次的结点

    //这样prev的前一个结点存的数一定是只出现过一次的数

    while(current)//当查询到最后一个空结点时，删除操作完成

    {

        temp = current -> next;//temp每次都存储current的下一个结点

        if(current -> val == prev -> val) //如果当前结点的val==前一个结点

        {

            p -> next = temp;//删除这两个结点

            p = temp;//p向后移

            current = NULL;//current初始为空

            if(p)prev = p -> next;

            if(prev)current = prev -> next;

        }

        else //如果当前结点不等于前一个结点，则prev->val一定是只出现过一次的数字

        {

                p = prev; //p向后移动

                prev = current;//prev也向后移动

                current = temp;//当前查询结束，current向后移动一位

        }

    }

    return head;//返回头指针

}

int main()

{

    ListNode \* head,\* new\_head,\* p;

    head = creat();//head为创建的原链表的头指针

    new\_head = deleteDuplicates(head);//new\_head为删除相同元素后的新链表的头指针

    print(new\_head);

    return 0;

}

##### 第四题

**/\*测试数据**

**5 5 5 -1**

**5 5 5 -1**

**\*/**

**//代码如下：**

/\*.给出两个非空的链表用来表示两个非负的整数。

其中，它们各自的位数是按照 逆序 的方式存储的，并且它们的每个节点只能存储 一位数字。

如果我们将这两个数相加起来，则会返回一个新的链表来表示它们的和。

您可以假设除了数字0之外，这两个数都不会以0 开头。

\*/

#include <iostream>

#include<cstdlib>

#define LEN sizeof(struct ListNode)

using namespace std;

int n,m;

typedef struct ListNode{

    int val;

    struct ListNode \* next;

}ListNode;

//creat函数为创建新链表的函数

ListNode\* creat()

{

    ListNode \* p1,\* p2,\* head;

    p1 = p2 = (ListNode \*)malloc(LEN);//开辟新单元

    cin >> p1 -> val;

    head = NULL;

    while(p1 -> val != -1)

    {

        if(head == NULL)head = p1;

        else p2 -> next = p1;

        p2 = p1;

        p1 = (ListNode \*)malloc(LEN);//创建动态单元

        cin >> p1 -> val;

    }

    p2 ->next = NULL;//结束链表

    return head;//返回头结点

}

//输出函数

void print(ListNode \*h)

{

    while(h){

        cout << h -> val << ' ';

        h = h -> next;

    }

    puts("");

}

ListNode\* add\_two\_numbers(ListNode\* h1,ListNode\* h2)

{

    ListNode \* head,\* p1,\* p2,\* p,\* pp;

    p1 = h1, p2 = h2;

    head = NULL;

    int sum;//两数之和

    int flag = 0;//sum对10求余的余数，只有0 1两种取法，初始为0

    while(p1 || p2)

    {

        p = (ListNode \*)malloc(LEN);//开辟动态数组

        sum = flag;//如果上一位大于10，则sum初始为1，否则为0

        //每次取两个链表上相同节点的一个数，再将两个指针向后移动1位

        if(p1){

            sum += p1 -> val;

            p1 = p1 -> next;

        }

        if(p2){

            sum += p2 -> val;

            p2 = p2 -> next;

        }

        p ->val = sum % 10;//将sum的各位赋给新链表的指针内

        if(head == NULL)head = p;

        else pp -> next = p;//将上一个指针与之链接起来

        flag = sum / 10;//flag取sum的十位上的数

        pp = p;//pp用来存储p指针

        //如果最后一个sum大于10,则需要在最后再开辟一个单元，存储val = 1；

        if(!p1 && !p2 && flag)

        {

            p = (ListNode \*)malloc(LEN);

            p -> val = 1;

            pp ->next  = p;

            pp = p;

        }

    }

    p -> next = NULL;//使链表完整

    return head;//返回头节点

}

int main()

{

    ListNode \* head1,\* head2,\* head;

    head1 = creat();head2 = creat();//创建两个新链表

    head = add\_two\_numbers(head1,head2);

    print(head);

    return 0;

}

**测试数据1**

**5 5 5 -1**

**5 5 5 -1**

**输出（555 + 555 = 1110）**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHMAAAAgCAIAAACuO9DoAAAAAXNSR0IArs4c6QAAAAlwSFlzAAASdAAAEnQB3mYfeAAAAkdJREFUaEPtmb9rwlAQx5M39I8wmA4O9V+QFkRH3R1cutruLgWngA7u6io0ooI42c0fIBIcRcF06KCS1UFwkaq9aNWkiLyEvAbC3eRw32/uPjkf55MfjUbD4bDf7zebTQ7DOQLEOSt0MhFAsqwGAskiWVYEWPnizP4XWZ4PxnNy7xByLh7keatP1g1ycauqY75bWnvV3lb9ndlYtpQWB/lUJBJJDcR0KRujfCq8ktecLMu9bikdotSc0tzSWizTWrqJLMBJhrS6VGyp+/1eLUp1LZR8DVKNrZ5fliQplVesVQDZbmktF2pFYCIbe04I2qDzeTL47Aw04TH6QGm4V/X4WmiU+cY0t7Q2SqWUXMjCV/Je5Lj5DOb1KIZRms05QGvjtKV8vIfTjDMb8AuctvgydqsPoOAPeBgAs9Zw62KFFskiWVYEWPkaZ/bKoXrl6GVVidd8L2SPmwAn3p83geO2AGvYeVvwWvcs+zGdsx/luml/fYg+mvZbloV4zptMp9PVavW7wKqFiiIkMi/6fQEffMkkBKVSUH/XW5reQRWF3U18AgeafGOOW1qrdVLm8/AnzXq97na7tVoNNNBeLJtJhwT4rCl56e2D8ijQ38R7KaHrzqHkI2+t0++OGwW5paVkZC+Nb7fbm82m0WhUq1V7Fqi6SoCMx+PJZLJcLhGQswQIXBeGw2Gfz+esL7qR70Psdjtk4SwBst1ugSxcxzrri27k7hCE4AWCw8OAQB0GerZDskiWFQFWvjizSJYVAVa+OLOsyP4Ag037ly8J2foAAAAASUVORK5CYII=)

**测试数据2（55555 + 4555 = 60110）**

**5 5 5 5 5 -1**

**5 5 5 4 -1**

**输出**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGoAAAAVCAIAAAAhN+zUAAAAAXNSR0IArs4c6QAAAAlwSFlzAAASdAAAEnQB3mYfeAAAAmNJREFUWEftWLFu4kAQ3aXmD1Y4RQr8C1YocEq7d5EUtIbeRZCoLNmF+8Qt0pGCHsokxSH/gikoAvJ3+GZYAwYlkXc3ORHhrSjmDW+ex/NmTZvNJqmPrAINWWCNQwVq+ZT6oJbvO+SjVLfDydv2TEJbp1Q0KyYIbVEUj5fDKnLW7cGh4oEux7zoPiuIPW0RuaZpugvNiwOrYjqoAVhMJm+vsWdUxOzCVLCQQ5ozPjA7jL3WX9/sdrtmtNacOLSFO6aYfaDAnZFN/adZmud5+uRPM+NuoFdKh/Fj3/fdKBEUjxAVrApnSu3A06buEOpF0qsNyZLNSph/IZ/Vc1i2eFnu8MuXRcZubtsV8+UpntUmqxhfDpPGqnBu96FbDvXm6eP9/cMjl1LwNOANutIIWb9D53EsNMX7moB+EhNQ8N8lw1U4A/b2hpXrlSSxhcHsu24xkh33LrYSa12rJP5ZrArnArsd2gezlON7qYtLqxf0CLcOF6zDU7AOOeF/NYppm/EQrRKqSGcPaJadqstGufAL7T5wjv2sBzmWMOyNji2+7YJ8Hwy6D0bLeTXbuXBucJ8l2tXeZ7mvnTyfs1JPjfMnvnjintUKxpd3Pp4e7XltcPbyHlgt0/+NkuYM0sNaS47vBVbHkFtlUD7YG58T5oz6eNelen/ksORZaI3EZQrWH60DGURllMOqcF7ivaqoF9jC5RcvXeO5KHOIp/xzKdRgBSPPYPA7SyJ/OC9P1i/yotx/Ygdx+5NE5nC2W8J/CKvCmWP7wcjZ1ssLLi5wghIW8gmi6vBCgQtdXL7r+dfyKSn5Dwu9dI8/u8K0AAAAAElFTkSuQmCC)

##### 第五题

#include<iostream>

#include<cstdlib>

#define LEN sizeof(struct ListNode)

using namespace std;

typedef struct ListNode{

    int val;

    struct ListNode\* next;

}ListNode;

ListNode\* creat()//创建动态链表

{

    ListNode \* head,\* p1,\* p2;

    p1 = p2 = (ListNode \*)malloc(LEN);//开辟新单元

    head = NULL;

    cin >> p1 -> val;

    while(p1 -> val != -1)//当输入-1时表示程序结束

    {

        if(head == NULL)head = p1;

        else p2 -> next = p1;

        p2 = p1;

        p1 = (ListNode \*)malloc(LEN);//创建动态链表

        cin >> p1 -> val;

    }

    p2 -> next = NULL;

    return head;

}

//print输出链表

ListNode\* print(ListNode \* h)

{

    while(h){

        cout << h -> val <<' ';

        h = h-> next;

    }

    puts("");

}

ListNode\* oddEvenList(ListNode\* head)

{

    ListNode \* p , \* h , \* p1, \* p2;

    p = head;

    h = NULL;

    p1 = p2 = (ListNode \*)malloc(LEN);

    for(int i = 1; p ;i++)

    {

        p1 = (ListNode \*)malloc(LEN);

        //当前结点编号位奇数时，按序存进新链表

        if(i%2 == 1)

        {

            p1 -> val = p -> val;

            if(h == NULL)h = p1;

            else p2 -> next = p1;

            p2 = p1;

        }

        p = p -> next;

    }

    p = head;//p重置为头指针

    for(int i = 1; p ;i++)

    {

        p1 = (ListNode \*)malloc(LEN);

        //当前指针编号位偶数时，按序存储进新链表

        if(i%2 == 0)

        {

            p1 -> val = p -> val;

            p2 -> next = p1;//由于此时为上面的最后的奇数结点，故直接连接

            p2 = p1;

        }

        p = p -> next;

    }

    p2 -> next =NULL;//完成收尾

    return h;//返回头结点

}

int main()

{

    ListNode \* head1,\* head;

    head1 = creat();//创建新链表

    head = oddEvenList(head1);//反转

    print(head);//输出

    return 0;

}

**测试数据1（输入一系列的整数，输入-1时表示输入结束）**

**1 2 3 4 5 -1**

**输出**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG8AAAAYCAIAAAB7gDROAAAAAXNSR0IArs4c6QAAAAlwSFlzAAASdAAAEnQB3mYfeAAAA4ZJREFUaEPtmL2OqkAUgOHW+wZELLaAVyBQ6JbSU7Cb0Lr2FphQkUBBv9KSrBT0WOoWEF6BLW6hhufgngH1gvvjGaVkqs065++bM+ecgX14eGD61RGBPx3p6dUQAj3NLvOgp9nT7JJAl7rYZhdiRdUxGNOMqSyw4syxNIkjQkXm2Yt1XpYYDSwrvr77WiV4Xpk3NmOcOHhr6RJ3NBzZi7ccJdg0V/lgMfbLDbJfYyQ0iUbHknmOOJZ5IxqagPLdGoT2Is5LchjWXNpjNbCs6jhMEPxtupXnOeokiF05De23OAf/J6/WXGOiKTUUcbbybxL81klSN8syXwa2bU+9DBNIa4/wJHP7BFASPXm8CDNG0mcii1cE+JoLKTgxNCYlKGv/10s7Kjj5SUCK19sgFayLq0El/2XzsQuVVUB/DwWtts/dvuCHInvCR6nicGglJpV1TjPUk10Autsz3OARr4HcSEveezek0I9G7u3pZWw+P0PNORWsxwHH7HefuKCE4QC38euudRBlUXJxFAXN2QiEZbhY3+rBd3L30mzqFKEd6Xw0XcS4LlTLijN39VGtlYsvEWX+ZsI9PxmCEqxIRbpBHmN1x+UUGmaXLLua3sE5IOL7MgNtgaqxyoaxC55Ho/F46qW85jvny0sV54QcI4XpiQEsl8jZA+9JN7kJmUKITMOD7n+sIMNwXehzk4SB2eokkv5K10lIM1Fd5WBDvUGGDfv1AwV6pFrY1g3N2h709OWLl0F3mKAcgNYRVyiP4vSdpEbpDAMTjxLGMiXBo0dFctrUJU0CtIwTmJEUHE4omu0sppwIqFGSqCeKJM3rQg1ru51LDKf5W/jbVXFX6mfA99IkPcRVsVe77YfqfvjbVqEkEwF6kTeYkjSzUhTFq9IwhIwaazyGCamIpmP4H/IN9ouJu2jCyPYkSxw/PBuoeiuDmVRAdsjD0ys5DwC1bJag+mz1BmOCRlMGccOgmDevcr9hw3+aBA2kBq9ApiEVQeHbpDDwDx6rzkFeeM5cKrJweX1SIQ+wMIPJvzZ3lMXBrAfv1N4wggD5WC/S1mnmzWOMAjlTmqn/Nzand/rl1wf4+IAdG0XVhdd5fUWLDD4+UEweojoz9PMXkygMlvUj9fdFHvik3l0u/BcTcn6Q3a1PLhQh/+Re6xvStSj6368QuKtu9nQvCPQ0u0yJnmZPs0sCXer6B1MsmWnNZfGwAAAAAElFTkSuQmCC)

**测试数据2**

**1 2 3 4 5 6 -1**

**输出**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHcAAAAXCAIAAAC+r0eHAAAAAXNSR0IArs4c6QAAAAlwSFlzAAASdAAAEnQB3mYfeAAABENJREFUaEPtWL1uo0AQXvIayLiIdKa/a5Bd2Fea3oUdidZ27wJLVEimoI9pkRIKelLGKbB4BVykiC3S3iNwM4AdIMmyG/nSnLeyzM7O7Dc/38wKrR+//rzG5LL+JQJX//Lwy9kFAheUvyMULih/C8opSb9Dz/+tQ6ixnyCrK43oesAFiyDPV8ZIEVEoiWxz+RCnTM4TBHl254wywdOK7IEesImDtcZYEQvFvrm8jZkEy+oyGwxi3nDJyupcG+dXTiLf1G9pHUSBMmpaGV1JRIMju8+DMkB8Z7Q8cxnEKTrJWCh71hMEQV2tiOs+l68dx0w9T6a3u/XM2yAG+4czYzEi/pQPLNArz+8dTkFBtTYLYk+zK6vWHd6YFhlXecVI03jtmqY5tSOuIMbNnd9dcR+CPjwnDpZeRJTxXBbYDwJYy4tRcKiNyBYhzu1/WJt+InZ/dxjF823gKqOWSk3yGBkLyc8gxr3PB4jmQyVO6ke8sV+aXfT5kDRpqX/fvewTqS0LR1g5jzjQDaRaI4409agXgH7ZE7F1zW4/ZrDR3dt8odWZjZVk+7gr9KTx7WQCBYNWqc7QY6SBPpmAlqOa65ZI9i9HIxru3Gm32FGp7nxw/cgPazGU8Pisgxh7ywcOC8AxkLpwP0biyY8+A8plG2WgwXGWTWzsl8vKc+v+KVv3FnupgSDSoV4cFUEi98ox1gQd1oruFoi6aWPtOwYR+BLE34xWZfohZ0MZtAJSjtMlQEdcRN/VtBd30u8PBlN7K42c1akIcN1/iO7lUD3UAOM1V0i+2dPSoBMLzUG/35/ae2nhWCqNh64EwkFTlGtjeQKkpt5h7DzdQ0SyHbt7DD1XrzCYMp7xMRiSmGr1DibULUbHwP7xgcMltWNF6eAu1zn7xYEOtKv0hhTVRY/BaFzjNugx1jd2BKxEU/p2DFBWkEGcry8wWA7xqu3SO9ay5dgk9EJ2l7y/NZBfOQmA/4nSo6Tg2SpGCakghF6O6ttKKa9GPWeHwg0xqh72FGWREwGszWahEHHkbOA3PfEbg+yzDWeoGEgDlspaIqqGqNaTs6kUYiQX5oUzZy8sR7EsNxARZkygQz09rcEAOrnEn2KRZZg5MQw+6BepzQ3EMvdIWs0+6GwUUWqf/sy4Hlm4ESvoitoSjJrhqSHJZaOQifez2Y+4pSYBxDWNo19utPD9Bqhpj9ukNnZBbtB7u0rFwGYQQknqQWQyWlBoJa3rjLFw0l0tlCTy1s0NMw6cXgQTTa6ukGUDOR8otuYj6XQgfvOFbQaDd+tX66Cv2aeZXTZkjoxZbjY8aMCU4ru0yIB3jJ9/XncfvdrAow1r2yurFrxe5KmObydLjg6p9OyCsp5bcDfdzchgWE/ri/2lCf0K2VB5qmK9cv7sU34eK6btT4wuUGaM3Mu2ryFwxTOjfU3FRercE/YF0Q8ROH+/fAH6PQJ/AWp6Jw4CuugpAAAAAElFTkSuQmCC)

**思路：先将原链表中的奇数结点传入新链表，再将偶数结点传入即可**

##### 第六题

/\*

编写程序以x为基准分割链表，使得所有小于x的节点排在大于或等于x的节点之前。

如果链表中包含x，x只需出现在小于x的元素之后。

分割元素x只需处于“右半部分”即可，其不需要被置于左右两部分之间。

\*/

#include <iostream>

#include <cstdlib>

#define LEN sizeof(struct ListNode)

using namespace std;

typedef struct ListNode{

    int val;

    struct ListNode \* next;

}ListNode;

ListNode \* creat()//创建链表

{

    ListNode \*head, \* p1, \* p2;

    p1 = p2 =(ListNode \*)malloc(LEN);

    head = NULL;

    cin >> p1 -> val;

    while(p1 -> val != -1)

    {

        if(head == NULL)head = p1;

        else p2 -> next = p1;

        p2 = p1;

        p1 = (ListNode \*)malloc(LEN);

        cin >> p1 -> val;

    }

    p2 -> next = NULL;

    return head;

}

void print(ListNode \* h)//输出链表

{

    if(h == NULL){puts("NULL");return;}

    while(h){

        cout << h -> val << ' ';

        h = h -> next;

    }

    puts("");

}

ListNode \* partition(ListNode \* h , int x )

{

    ListNode \* p, \* p1, \* p2, \* head;

    p = h;

    head = NULL;

    p1 =(ListNode \*)malloc(LEN);

    p2 = NULL;//防止链表中没有比x小的数

    //先找小于x的结点

    while(p)

    {

        if(p -> val < x)

        {

            p1 -> val = p -> val;//赋值给新链表

            if(head == NULL)head = p1;

            else p2 -> next = p1;

            p2 = p1;

            p1 = (ListNode \*)malloc(LEN);

        }

        p = p -> next;//每次将指针后移一位

    }

    p = h;//重置为头结点

    //再找大于x的结点

    while(p)

    {

        if(p -> val >= x)

        {

            p1 -> val = p -> val;

            if(p2 == NULL)head = p1;

            else p2 -> next = p1;

            p2 = p1;

            p1 = (ListNode \*)malloc(LEN);

        }

        p = p -> next;

    }

    p2 -> next = NULL;//是链表完整

    return head;

}

int main()

{

    int x;

    cin >> x;

    ListNode \* h, \* head;

    h = creat();//创建一个动态链表

    head = partition(h,x);

    print(head);

    return 0;

}

**测试数据1（第一行输入数据x，第二行输入链表各节点内的数，输入-1表示结束输出）**

**5**

**3 5 8 5 10 2 1 -1**

**输出**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJkAAAAaCAIAAAArGmmbAAAAAXNSR0IArs4c6QAAAAlwSFlzAAASdAAAEnQB3mYfeAAABMlJREFUaEPtWr1u4kAQXqfOG1hAkQK/gmWKJCXuKchJbgk9hS1RWTIFfXBrKbigN2WSAuRXMMUVgPwcvtldg40P7LGR7gTyVokys/Pzzc5+s7Hw+PhICJHUyXgki/ATIaG/MI1ZEEXst+IlqUOt3+PKoOs6My+opBv6rmlU1C1jVxCk90+7x6ONlz99MbxDyCDQteJ8hP7UNJaYbAiCan2P5L8SBlvrXnFCCr0qRELgWNbrDjLwcAcx1CHwDNRY3k8l1FjWWN5PBu4nkvpc3g+WMY8VpKE1Ps4VWBbO0yBIqjXuy+JhKDGND/RMkuygEV338Hk9x+AJkv0zn5N4YZCCgJGz0JV28+OtNgsdk0axhMA+xw0+2zFgRvJu+ozLLNNV1q754QXUlffxqEcWg18YOGlerLHSFGkZ+FiLcTpgmLOI4/xOwx8EAaYaBHXyPWouptRnkIfZ2oZfsT5fYbcoXnXyw/yaLTdtOgGjUUh4bPtVEXcrXphR4BmuT+T+UBIweelqPbKOkxJFwXJmLkJReW1jdEF+5pimOZj6GPEzMgBeeiF36XbkcBH7DCqBp099sad1kepUpZLd/HjhVPSpX/SlhUpCItEoJFhutruw2ZKEA3i/9yE+LEIgDepBF5zY7ojYeEJuELGklDQY773fnxxKpEVoBq0m2W03aflSDlSzy83lxAunQgzXX0e/Nl9r9KlIsIw8/e0NmuLhnempIWaDvZiopbPwF6tMUsNKWUaCEYu1W41yCrE0rza5/57ULvsL1ueqdvOd5RUGWT+iEJ8K5TXjZ84+WR4rASnow+WRPE7mOxEFHzpcO8lLpgoNLFVdlfKNVpKGk/kPW/MJ8lKAvZcG7an2p6WyewSam9ZYm7OTk5rvQjW7uXvSA5SpJ9ot8C0u/e4DIUFebFshQGRKEtGjl11aCNXV0SAyQUXTts7b8/PLy2C6bvZs69jqC+ov8oyXwYLII/t7Pv/51La6nmpLhU5UtVu48ZUCybmEE0bzMnD3fftnDlWO4j5p88APO3sTuvWVPqHUN18r19EZET1wLmicKM7F+LNGTFYDu1CURxAuyigIXWEXa6KqXLbHAo+d/SpL66hxANJqOVDfVT0ppwf4eQxIvkpxrq5lK3uHnsTA+9DfgEZDx52oqNq9xm65CMtLn3n3iSJvBVNJpwRH/8dA8jAznQPJReG/jB3Zd1O3I8wkA+D/6Hir2S2C5szleOYKzd2FYklv8gnwAFRh/r0bfUPprNInUpLQLasoxEt/h7Ha/j65IGnkmNWmhDGzYCoj6ans8j7V7eb6xvtK2gfObIFGYv4Nzvd+AJ1XRRabraMtVrlYjs7efYhjLNPqmoadLzHJP1M9nMH7q9SXANRnf5W4cXFnjtvpxUrxTc0Dl3TjyaGa3aJQYbo7mSfpC065ieABKgKGUkIaTyw89iQ4kuFzDQRHpyQCHvDML9Juw1nki1LZMvMlLSY4Us0OnxAwiz6LuD68b8RDBfcZByXcIMZ0BxPJUI2bB/0+Bt4dneI6uMZuqtbPxwvc04WLe/xOOyRNbE/03VIDRfy2Xu17n//7hUv9nVGm7uvvfTCN4DZk6v9f3gZOGC9rLDFZug2ZGsvbwAnjZY0lJku3IfMH4kf6r4O4ONUAAAAASUVORK5CYII=)

**测试数据2**

**5**

**5 6 7 10 9 -1**

**输出**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHcAAAAXCAIAAAC+r0eHAAAAAXNSR0IArs4c6QAAAAlwSFlzAAASdAAAEnQB3mYfeAAABAtJREFUaEPtWL2OqlAQPtzXIGJhIa9AtHC3lN5iNaFctafQxIpEC3q1JVks7LF0t9DwClBYiOE5uHM4KKhwHfCuFVQmzu935nwzZ7jPz0/TNEn5/SYCf37TeGk7QqBE+RWlUKJcovwKBF7ho6zlV6DMsRmD48TB17LDX7m09beRFSCjEOWh8tGRqAXfXmujuYNR5OTZtyrdSvrrfm/hBFjXnChPFTIaWTd2IKn2dKJGMenaeJPH5nA6YelAPvl07xO/oCxPp8QwDkkJx0EhBSohWETvjy0ngN9fquThTkgcmsvGXte2seP3iXLsYU6XVsZ00hB4HrCw9dYdyvLsRxXWurbYuHVaQ16KTGopcOLwKwxrbjnhUS0huXv7mDJiMleMAbAmP6QVjpOnkE0IMVU5nOD0T1fnlWmpRjy9t7DOXl23plRWGIjBYhA4C0PTtL5up9gHpD4kf62B8YBKamtf+hiK3MOk6OFNOmRNIWZeNmPdltSZ/Fg3y3iM8gkJzJ2l+gDS2W/d6I/AmXe7QBio+37YGlaCGeqD5snYPATiIhCEx3M4+fcqbaXDJ6Ii7nbv8433OsJ4rcIT73jOhxWOT6RmG6GbLnJGuV6tFLIBJ//eoEHhKS+LlOBOKJXT5bQKhRMpQVRVgSSjgpI8egRgFrlHJVkHVT9ZckyXCNXHuhlBXzGGOJyZP+FnzjCXK7RJTx6CghsaK8tiAYzgTpBdjqb3TxdRVEkZWpB8pVYgsqdVEig3FOVodFutt7e+vhc6y6n88Ngv7isKdPmd9tZqtfq6J6jLvCwW3glvl4Mtnk49y4DLij7mlpDin3J3Rtnd7lbG6ML3rFkMMCxG3fPCyRjTPgO/HWtElfOyGPCot0ty9FNpPaEcBJax9vnOZBjeSDomTsg+rcHinUQoA/VYIcTsi1gMfb2gzSR5mVaD1MxxFQhpN6UrLsRn8AuS0L/7a6+hLoE7vyfNnbYl1yyf12fMGDfUntq481pHykPfa0o3bR2pmiWWQsIpVJ3txJmPgDzp1x1t3FyqKUYjlGGAX35fETE1jPoymkquyrxr6yjP2UL3UwGbOm7uHNZLGF48q2LVYjmKcjT32DEtsuKyEc0I8oFBlFwP/HD988129Ej/c/vfUHJN9LA6DJxYpKDdmSb072jmux29i6FMn0Yr2xeqcvg0Ct+UsFzAgEwdurRVQrcYMHVYaNBHV57HBa2Voh8dTuCMhCbzfvngcbSyo6jYc463V8i3Ep1OeaEa9n4AXA3fkMUeBCyeaI/B0Dmve+i+Z2VEMwMmfbZSSC5Xotc2Rjlag8AbvYdFgYWesuGCBdf4MqgU3hYlFdmuKFc690nHKOMAKaWKIFDul4ugllenRDkvYkXk/wL37ysuaduUMQAAAABJRU5ErkJggg==)

**思路：创建链表后，依次从表头的位置往后搜索，若当前位置<x，则将其数据传入新链表中，在从表头位置从新搜索找>x的数并传入新链表中，注意：可能会出现原链表中没有比x小的数，故要多增加判断条件**

##### 第七题

/\*

7.给你一个链表的头节点 head.

反复删去链表中由总和值为0的连续节点组成的序列，直到不存在这样的序列为止。

删除完毕后，请你返回最终结果链表的头节点。

你可以返回任何满足题目要求的答案。

\*/

//思路：依次搜索链表，当搜索到一个结点时，求该节点的所有后缀和

//        若有后缀和为0的，则直接删去这段后缀

#include <iostream>

#include <cstdlib>

#include <cstring>

#define LEN sizeof(struct ListNode)

using namespace std;

const int N = 500;

int g[N][N];//存储从当前节点到头结点之间的一段链表中所有后缀和

typedef struct ListNode{

    int val;

    struct ListNode \* next;

}ListNode;

ListNode \* creat()

{

    ListNode \* head, \* p1, \* p2;

    p1 = p2 = (ListNode \*)malloc(LEN);

    head = NULL;

    cin >> p1 -> val;

    while(p1 -> val != 9999)

    {

        if(head == NULL)head = p1;

        else p2 -> next = p1;

        p2 = p1;

        p1 = (ListNode \*)malloc(LEN);

        cin >> p1 -> val;

    }

    p2 -> next = NULL;

    return head;

}

void print(ListNode \*h)

{

    if(h == NULL){puts("NULL");return;}

    while(h){

        cout << h -> val << ' ';

        h = h -> next;

    }

    puts("");

}

ListNode \* delete\_the\_0(ListNode \* head)

{

    if(head == NULL)return NULL;//如果最后没有元素剩下，则返回NULL;

    ListNode \* p = head;

    for(int i = 0 ; p ; i ++)//p为当前搜索到的节点

    {

        g[i][0] = p -> val;//长度为0时，后缀就是其本身

        //j表示后缀长度

        for(int j = 1 ; j <= i ;j ++)g[i][j] = g[i-1][j-1] + p -> val;

        //i表示节点编号，当后缀长大于0，将它前面一个元素的所有后缀+当前数字来得到

        for(int j = 0 ; j <=i ; j ++)

        {

            //搜索当前节点的所有后缀和中是否有等于0的

            if(g[i][j] == 0)

            {

                //当后缀长度等于节点编号时，表示此后缀包含了头节点，头结点也需要删去

                if(i == j) return delete\_the\_0(p -> next);//直接删去p前面一段

                //当后缀长度小于节点编号时，则只需删除这段后缀即可

                ListNode \* temp = head ;

                for(int t = 1 ; t < i -j  ; t ++)temp = temp -> next;//找到后缀起点的前一个结点

                temp -> next = p -> next;//删除

                return delete\_the\_0(head);//下一次重新搜索

            }

        }

        p = p -> next;

    }

    return head;

}

int main()

{

    ListNode \* head , \* newhead;

    head = creat();//创建链表

    newhead = delete\_the\_0(head);

    print(newhead);//输出

    return 0;

}

**测试数据1（输入一个链表，输入9999时表示输入结束，链表长度<500）**

**1 -1 2 -2 3 -3 9999**

**输出NULL**

**测试数据2**

**1 2 3 -3 -2 4 9999**

**输出1 4**

**思路主要思路见注解，现解释后缀含义：如1->2->3->4->NULL，1的后缀只有1**

**2的后缀有1->2和2，3的后缀有3, 2->3 , 1->2->3，后缀和就是后缀里所有数字的和**

##### 第八题

//将两个升序链表合并为一个新的升序链表并返回。

//新链表是通过拼接给定的两个链表的所有节点组成的。

#include <iostream>

#include <cstdlib>

#define LEN sizeof(struct ListNode)

using namespace std;

typedef struct ListNode{

    int val;

    struct ListNode \* next;

}ListNode;

ListNode \* creat()

{

    ListNode \* head, \* p1, \* p2;

    p1 = p2 = (ListNode \*)malloc(LEN);

    head = NULL;

    cin >> p1 -> val;

    while(p1 -> val != -1)

    {

        if(head == NULL)head = p1;

        else p2 -> next = p1;

        p2 = p1;

        p1 = (ListNode \*)malloc(LEN);

        cin >> p1 -> val;

    }

    p2 -> next = NULL;

    return head;

}

void print(ListNode \*h)

{

    if(h == NULL){puts("NULL");return;}

    while(h){

        cout << h -> val << ' ';

        h = h -> next;

    }

    puts("");

}

ListNode \* mergeTwoLists(ListNode \* h1 , ListNode \* h2)

{

    ListNode \* p , \* pp , \* current;

    //默认h1为最终链表的头指针，即h1的数据一定要不大于h2的数据

    //如果开始时h1的数据大，则将两个链表的头指针互换

    //这样新链表的表头就可以确定为h1

    if(h2 -> val < h1 -> val)

    {

        ListNode \* temp = h1;

        h1 = h2;

        h2 = temp;

    }

    //由于h1的位置已经固定，故从h1所在链表开始搜索

    //currnt为当前

    //

    p = h1 ;//p为h1所在链表的当前查询结点current的前一个指针

    pp = h2 ;//pp为h2所在链表的已经搜索到的节点

    current = p -> next;//current为h1所在链表的已经搜索到的节点

    while(p && pp)

    {

        if(current && current -> val <= pp -> val)

        {

            p = current;

            current = current -> next;

        }//按顺序后移

        else

        {

            //在current和p之间加入pp指针

            p -> next = pp;

            p = pp;

            pp = pp -> next;//pp后移一位

            p -> next = current;

        }

    }

    return h1;

}

int main()

{

    ListNode \* head1, \* head2, \* head;

    head1 = creat(); head2 = creat();//创建两个新链表

    head = mergeTwoLists(head1 , head2);

    print(head);

    return 0;

}

**测试数据（输入两个链表，每个链表以-1表示结束输入）**

**2 4 6 8 10 -1**

**1 3 5 7 9 -1**

**输出**![](data:image/png;base64,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)

##### 第九题

//判断一个链表是否为回文链表

//思路：回文链表与将它反转之后的链表完成相同

//故可以线创建一个和原链表一样的链表，再将原链表反转

//最后比较两个链表是否对应节点内的数相同，只要有一个不同，就说明不是回文链表

#include <iostream>

#include <cstdlib>

#define LEN sizeof(struct ListNode)

using namespace std;

typedef struct ListNode{

    int val;

    struct ListNode \* next;

}ListNode;

ListNode \* creat()

{

    ListNode \* head, \* p1, \* p2;

    p1 = p2 = (ListNode \*)malloc(LEN);

    head = NULL;

    cin >> p1 -> val;

    while(p1 -> val != -1)

    {

        if(head == NULL)head = p1;

        else p2 -> next = p1;

        p2 = p1;

        p1 = (ListNode \*)malloc(LEN);

        cin >> p1 -> val;

    }

    p2 -> next = NULL;

    return head;

}

void print(ListNode \*h)

{

    if(h == NULL){puts("NULL");return;}

    while(h){

        cout << h -> val << ' ';

        h = h -> next;

    }

    puts("");

}

bool isPalindrome(ListNode \*head)

{

    //先创建一个和原链表一模一样的链表

    ListNode \* newhead , \* p1 , \* p2 , \* p;

    p = head , newhead = NULL;

    p1 = p2 =(ListNode \*)malloc(LEN);

    while(p)

    {

        p1 -> val = p -> val;

        if(newhead == NULL)newhead = p1;

        else p2 -> next = p1;

        p2 = p1;

        p1 = (ListNode \*)malloc(LEN);

        p = p -> next;

    }

    p2 -> next = NULL;

    //该链表的表头定义为newhead

    //下面将原链表反转，反转原理可见题一

    ListNode  \* prev , \* current , \* temp;

    prev = head;

    current = prev -> next;

    while(current)

    {

        temp = current -> next;

        current -> next = prev;

        prev = current;

        current = temp;

    }

    head -> next = NULL;

    head = prev;

    //反转完成后，将head定义为反转后链表的表头

    //最后再比较两个链表是否完全相同

    ListNode \* t1 , \* t2;

    t1 = head ,t2 = newhead;

    while(t1 && t2)

    {

        if(t1 -> val == t2 -> val)//对应位置如果相同，则查询下一位

        {

            t1 = t1 -> next;

            t2 = t2 -> next;

        }

        else return false;//如果对应位置不同，则直接返回false

    }

    return true;//若全都相同，返回true

}

int main()

{

    ListNode \* head , \* h;

    head = creat();

    if(isPalindrome(head))puts("true");

    else puts("false");

    return 0;

}

**测试数据1（输入一个链表，输入-1表示输入结束）**

**1 2 3 3 2 1 -1**

**输出 true**

**测试数据2**

**1 2 3 3 3 -1**

**输出false**

**思路：将原链表与它反转之后的链表进行比较，回文链表反转之后与原链表时一模一样的，反转过程与题1一样！**